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1. Introduction 
 
Teaching design is a baffling activity. Sometimes 

students respond quickly to training, and sometimes they 
appear to learn nothing. In the context of this workshop 
on Multi-Disciplinary Systems Design Knowledge, 
teaching design can be thought of as an attempt to impart 
knowledge. With this viewpoint, the classroom becomes a 
laboratory in which these attempts to impart knowledge, 
and the students' attempts to acquire knowledge, can be 
observed. I think that classroom research is one way of 
getting at design knowledge, and in this paper I suggest 
some of the questions that might be answered through this 
approach. 

Pea  has pointed out that learning is a sense making 
activity [1]; students are often confused, and they 
unconfuse themselves, sometimes in their conversations 
with instructors and with each other. Therefore, 
understanding how design knowledge is built may call for 
understanding a set of connected processes. In classroom 
settings, we would like to understand how the students 
absorb what the teacher says. And we would like to 
understand how the teacher evaluates what the student 
does. In addition, we want to understand how the 
students, talking to each other, make sense of the 
experience. There are other processes; in classes with 
teaching assistants, the assistant plays an integrative role. 

In industrial settings, systems design is usually taught 
through an apprenticeship or mentoring process. This 
process may be less formal, but includes some of the 
same interpretation and discussion processes.  

 
2. Research Questions from Teaching 

 
I have created a course called Integrating Information 

Systems Technologies. The title comes from the ACM 
Curriculum of 2000 for a Masters in Information Systems, 
[2]. More details on the course, and proper 
acknowledgement to all those involved, can be found on 
the course website [3]. 

The techniques used in the class have been inspired by 
my previous education in design; I attended UC 
Berkeley's College of Environmental Design as an 
undergraduate and also Rhode Island School of Design as 
a graduate prior to studying computer science. In both 

schools, and in all design schools to my knowledge, 
design is taught through a series of design crits. Student 
work, sometimes as individuals, and sometimes as teams, 
toward a deadline. The students produce posters, which 
they hang on a wall, and the posters are critiqued by 
professors, visitors, and fellow students.  

This technique works well in the design disciplines. 
Students are motivated to put in effort by the public 
nature of the crit; for not only the instructor but their 
peers will see the work. Also, peers like to see what their 
peers are doing, and pick up techniques from each other. 
The discussions let the instructor help students understand 
the way designs are judged, and the ways designs can be 
improved. The presentation and discussion is similar to 
the presentations and discussions students will have later 
in their career as they present designs to clients.  

 

 
Figure 1. Part of a student poster showing a 
design for a personal information system 

 
To my knowledge, this technique has not been used 

before on system design. However, there are several 
reasons to think that it might work. For systems design is 
often practiced as a visual activity. Designers often learn 
by working on white boards with more expert designers.  

In addition, the problems to be solved in systems 
design are similar to the problems solved in 
environmental design. The clashing priorities of clients, 
the tradeoffs of cost and function, the need to realize a 
concept with engineering, are all similar.  

However, there is a significant difference. Architecture 
calls for solutions to be built in three dimensional 
Euclidean space, whereas much of systems design is 
mapped out on a topological space of components 
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connected through electric signals, in which physical 
placement is often less important than logical 
connectivity. This difference leads to the following 
research question: 

 
Does design knowledge from architecture apply 
to systems design?  

 
The question is significant, for our knowledge of 

designing the environment has been increasing over 
thousands of years, and is greater than our knowledge of 
designing systems. On the one hand, we can argue that 
architectural design knowledge applies to systems, as the 
cognitive process of reflecting on what one has designed 
and then modifying it is the same regardless of the 
domain. This stance is supported by the analysis of 
professional practice [4].  On the other hand, we know 
that software projects are much less successfully managed 
than building projects. There is a complexity, and 
invisibility, to software that is not present in traditional 
building. This suggests that perhaps software might call 
for a different design process than architecture. These two 
differing observations present a paradox for future 
research to resolve.  

Some of the ideas from architecture may apply, but just 
as architects need to understand structural engineering, 
systems designers need to understand software 
engineering. There are underlying technologies which 
serve to integrate components, such as publish and 
subscribe mechanisms, as well as more formal analyses of 
processes that come from coordination science [5]. 
Scenario based approaches offer a systematic way of 
defining problems and solutions [6]. Software modeling 

techniques such as UML describes a set of diagrams, and 
systems engineering provides some heuristics [7]. 

Yet the reading of this material may not necessarily 
produce a student knowing how to design systems. There 
is a strong experiential aspect to design, and therefore 
design courses usually, and rightly, emphasize practice 
over reading. This leads to the second question: 

 
How do we know that someone knows how to 
design a system?  

 
As instructors a first step is to look at the students' 

representations. In this class we can look at posters which 
students bring in to the classes, as in figure 1. We also can 
look at sketches performed in class as part of short 
exercises, as in figure 2.  

In the domain of architecture, Suwa and Tversky have 
shown that sketches are indicators of overall design 
capability [8]. It may be possible to apply their ideas to 
systems design. For example, it appears that the student 
with a drawing on the right side of figure 2 has a better 
grasp on designing systems than the student with a 
drawing on the left. The student on the right has 
connected things, and has recognized the need to store 
certain information.  

As students have different cognitive styles, we also ask 
students to generate textual scenarios. In our diagnostics, 
we have found that students have trouble generating 
specific scenarios. All the students can say something 
along the lines of "the system is too slow", but many 
students have a problem writing a scenario in detail, such 
as "when Jane arrived and booted up her machine, it took 
twenty minutes before she could run a spreadsheet". 

 

                             
 

Figure 2. Two students with different designs for the same problem. The students were asked to 
design a notification system for the international staff of a large news organization. 
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Some actively resist creating specific scenarios. They 

protest that they have been previously trained to 
generalize problems, and the idea of making the problem 
very specific seems wrong to them.  

Sense making approaches to education argue that 
previous concepts have to be cleared away before new 
ones are inserted. Clearing this particular concept away as 
has proved difficult.  

Experienced system designers often work bottom up; 
this bottom up aesthetic, with appreciation for the 
particulars of a problem, is part of hacker culture [9]. Yet 
in management schools where information systems design 
courses are offered students are often taught to generalize, 
and to work top-down. To teach the appreciation of 
specifics is to preach a design aesthetic that is sometimes 
counter to what has been learned before. This leads to 
following question: 

 
Do we effectively teach an aesthetic when we 
teach design? 
 

If we do, then we are introducing students to what 
Monteiro calls design culture [10], and our job is a large 
one. One way of introducing culture is to show many 
examples, which leads to the following question: 

 
Does sharing representations of designs help 
students design? 

 
When we look at many representations, we see 

patterns. In architecture, the perception of patterns was 
made popular by Christopher Alexander [11], and these 
ideas where taken up in the software community [12]. In 
coordination science, we see a similar approach to 
cataloguing business processes [13]. In architecture 
training, students are expected to look at lots of drawings 
– of their classmates, and of accomplished architects. 
Does looking at this work help? One can argue it should. 
One can also argue that seeing design and being able to 
produce it are very different skills.  

In getting students to produce, architects focus on 
process.  

 
Does a focus on generating and refining 
variations produce better systems designers? 

 
It seems logical that a focus on the process of design 

may yield results. However, there are two contradictory 
sets of evidence. One is that the ability to generate 
variation is important in design. The other is that experts 
in any field don’t really generate alternatives – instead, 
they recognize situations [14].  

3. A Position 
 
Design knowledge resides in the minds of designers, 

who are part of a larger design culture. One way of 
gaining insight into this knowledge in the domain of 
systems design is by observing how students learn. By 
paying attention to the way students' representations of 
problems change over time, we might gain insight into 
how designers know. 
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